Insights on Software Product Line Extraction Processes: ArgoUML to ArgoUML-SPL Revisited

Jabier Martinez
Tecnalia, Basque Research and Technology Alliance (BRTA)
Derio, Spain
jabier.martinez@tecnalia.com

Daniele Wolfart
PPGComp, Western Paraná State University (UNIOESTE)
Cascavel, Brazil
danielewolfart@gmail.com

Wesley K. G. Assunção
COTSI, Federal University of Technology - Paraná (UTFPR)
Toledo, Brazil
wesleyk@utfpr.edu.br

Eduardo Figueiredo
DCC, Federal University of Minas Gerais (UFMG)
Belo Horizonte, Brazil
figueiredo@dcc.ufmg.br

ABSTRACT

Software Product Lines (SPLs) are rarely developed from scratch. Commonly, they emerge from monolithic architectures when there is a need to create tailored variants, or from existing variants created in an ad-hoc way once their separated maintenance and evolution become challenging. Despite the vast literature about re-engineering systems into SPLs and related technical approaches, there is a lack of detailed analysis about the process itself and the effort that is involved. We provide and analyze empirical data of an existing SPL extraction process: the ArgoUML monolithic architecture transition to ArgoUML-SPL. The analysis relies on information mined from the version control history of the source-code repository and the discussion with developers that took part in the process. The contribution of this study is an in-depth characterization of the process compared to previous works that focused only on the structural results of the final SPL. We made publicly available the dataset and the analysis scripts to be used as baseline for extractive SPL adoption research and practice.
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1 INTRODUCTION

Software Product Lines (SPL) [34] are not always developed from scratch but emerge from an existing system or from existing variants [7]. This kind of adoption is known as extractive adoption [26], which is undertaken by a re-engineering process. These re-engineering processes to extract SPLs have been analysed from different perspectives: industrial cases presented lessons learned regarding organizational and technical aspects [30], researchers are trying to increase the level of automation of the re-engineering steps [4], and practitioners have risk evaluation methods and cost models to measure the return on investment [2].

In this work, we focus on the process and the effort required for extractive SPL adoption and we fill the gap on the lack of comparable and reproducible research on the topic given the confidentiality constraints of existing industrial cases reported in the literature [30]. We can argue that there is still no evidence about the cost-effectiveness of using automatic approaches for the different re-engineering activities, and that ways to estimate the re-engineering effort beforehand could be improved. We consider that the main reason is because we lack baselines for comparison and empirical data providing clues for estimation.

As in other software engineering research fields, Open-Source Software provides valuable assets and information for extractive SPL adoption research [30, 39]. ArgoUML1 is probably the most representative system that can be comparable to industrial practices [4, 30]. The transition from ArgoUML to ArgoUML-SPL was an academic project, but it was focused on industry-strength practices [8, 9]. The system was mainly selected because of its relevant size and the cross-cutting features it contained. ArgoUML-SPL was extensively used for validating automatic or semi-automatic techniques for feature location in families of systems [1, 4, 11–14, 28, 30–32, 37, 42], extracting SPLs or composing new product variants [15, 23, 43], and its artifacts were source of information for reverse engineering studies [29, 33]. However, among these studies there is no translation from these results to actual human effort on the re-engineering process. In the literature, we can find some pieces of work describing the effort related to the duration [3, 10, 25, 40, 41] and number of developers [16, 35, 36] to conduct the re-engineering process. However, only brief or no discussions are provided.

ArgoUML is mostly used in SPL research considering the result of the re-engineering, not the actual process of obtaining an SPL. In the seminal publication where ArgoUML-SPL was presented [9],

the focus was on an in-depth characterization of the extracted SPL in terms of size metrics, crosscutting metrics, crosscutting behavior analysis, granularity metrics and analysis about where in the code structure the annotations were inserted with more frequency. Contrary to the characterization of the structure of the extracted SPL, in this work we contribute with a missing analysis and characterization on the process of creating ArgoUML-SPL from the ArgoUML monolithic architecture.

The contributions of this work are:

- A characterization of the process where ArgoUML was transformed into ArgoUML-SPL using practices from the mining software repositories field [17]. The insights of this characterization can be a source of reference for companies and practitioners willing to re-engineer an existing monolithic system into an SPL. Practitioners can then be familiar with a re-engineering process and how it was conducted.
- A publicly available dataset and analysis scripts \(^2\) to be used as baseline for extractive SPL adoption research, and as an illustrative and comprehensible example for industry.

2 BACKGROUND

Annotative SPLs: SPLs can be implemented with many different compositional or annotative approaches \([19]\). The annotative approach used to implement ArgoUML-SPL is a well-known technique for handling software variability \([6]\). It has long been used in programming languages like C (commonly known as ifdef pre-processor directives), and it can also be used in object-oriented languages, such as C++ \([18]\) and Java (e.g., the Java Preprocessor\(^3\)) functionality used in ArgoUML-SPL. In this approach, annotative directives indicate pieces of code that should be compiled/included or not based on the value of variables. The pieces of code can be marked at granularity of a single line of code or to a whole file.

The Re-engineering Process: The process of extracting an SPL from legacy system variants is covered in a mapping study \([4]\). This process covers some specific phases that are designed to deal with commonalities and variabilities among the system variants. The main motivation of migrating to an SPL is to mitigate engineering problems related to maintenance and evolution. Another scenario is the migration of a single monolithic system to an SPL. In such situation, the motivation is to allow different configurations of products from a common base of artifacts, enabling systematic reuse. Through an extractive adoption of an SPL \([26]\), a company can reduce time-to-market for new products, growing its portfolio of software products, and better fulfilling client demands. The extraction should be conducted with the support of the available artifacts. Some studies highlight the importance of high-level artifacts, such as feature models and product line architectures \([5, 24]\). Other studies describe the process based on source-code \([4, 27]\).

ArgoUML in a Nutshell: ArgoUML is an open-source tool that supports the edition of UML 1.4 diagrams and other related functionalities such as code-generation from UML diagrams or reverse engineering UML diagrams from source code. Its initial release was in 1999 and the latest release was v0.34 in 2011 with 120 KLoC of Java code. Along its history, over 150 developers contributed to its development counting close to 20 thousand commits. More than 6 thousand issues were reported from which around 5 thousand were closed\(^4\). Relevant fixes were made around 2014 when the activity on its development was abandoned.

In 2010, Marcus Couto, supervised by two software engineering researchers, initiated the re-engineering process of ArgoUML (v0.28.1) to ArgoUML-SPL as part of his master thesis \([8]\). Figure 1 presents an overview of the re-engineering steps. The developers used as input the ArgoUML Cookbook\(^5\) and source-code for conducting four steps, represented by the gray rectangle in Figure 1.

![Figure 1: Re-engineering process to extract ArgoUML-SPL from a monolithic version of ArgoUML, adapted from [8].](image-url)

At the end of this process eight features were made optional by introducing Java annotations. Six features were related to diagrams and two were representative cross-cutting features, namely Logging and Cognitive support. The latter is responsible for providing critics and warnings regarding UML model instances. This re-engineering was made in 156 commits (from now on, we call them revisions\(^6\) following the revision control terminology of SVN\(^6\)) with contributions from three other developers. The latest revisions in 2014 consists only of fixes on the Java comments related to the granularity types of the variability annotations (meta-data on the variability annotations). Those revisions were made by Benjamin Klatt for the case study of his PhD dissertation on consolidating variants in an SPL \([22]\).

3 CASE STUDY DESIGN

We rely on ArgoUML-SPL, mining data from the SVN repository that was used as version control system during the re-engineering process. The design of our case study is based on the Goal/Question/Metric (GQM) approach \([38]\), as described below.

3.1 Study Goal, Questions, and Metrics

Study goal: understanding architectural, technical, and organizational aspects of the ArgoUML-SPL re-engineering process.

Research questions (RQ): Guided by our study goal, we derived the following research questions.

\(^2\)https://github.com/jabiercoding/argouml-spl-adoption-dataset.

\(^3\)javapp: http://www.slashdev.ca/javapp


\(^5\)https://argouml-tigris.org/gnu/argouml/cookbook

\(^6\)https://subversion.apache.org/
• **RQ1:** How has the ArgoUML source code changed during the re-engineering process? We discuss the modifications for turning a monolithic architecture into an SPL.
  – **Metric:** LoC of each feature, percentage of LoC changes in the architecture, and interactions among features.
• **RQ2:** How was the version control system used to conduct the re-engineering process? Since our source of information is the SVN repository, commonly used in industrial settings, in this question we aim to investigate if the features were extracted all in the same trunk, if there were branches, and the number of revisions in the process. The answer of this question can help practitioners planning to conduct the re-engineering process.
  – **Metric:** number of branches vs number of features (branching strategy), and number of revisions per feature.
• **RQ3:** What were the organizational aspects associated to the ArgoUML re-engineering process? The organizational aspects are related to the time, effort, and team involved in the extraction of ArgoUML-SPL. The goal is to provide insights for those ones willing to move from monolithic systems to SPL architectures.
  – **Metric:** number of months for each feature extraction, number of people, and initial/final revisions.
• **RQ4:** What were the problems in the ArgoUML re-engineering process? Since the re-engineering process is a complex intellectual activity, it is an error-prone task. Here we investigate which and how bugs were found after the SPL extraction, and barriers found by the collaborators during the process.
  – **Metric:** bugs found and inconsistencies detected.

### 3.2 Repository Data Extraction

A set of scripts were implemented to create a dataset and to automate the analysis. From the 156 revisions of the re-engineering process, we automatically identified the SVN revisions with Java code changes (51 revisions) and we automatically downloaded them. The rest of the revisions were mainly updates of the website content and SVN structure (e.g., empty folders creation). We then extended the ground-truth extractor of the ArgoUML-SPL feature location benchmark [31] to provide metrics on the LoC of each feature and we ran it for each of the revisions. We also identified, for each LoC, whether it was included as part of a feature or as part of the Core (the common part).

The initial revisions mention that the source code of the v0.28.1 release was used to extract the ArgoUML-SPL. However, until revision 41, the repository does not have all the source code, but only Java packages and classes where the annotations were included. Starting from revision 41 the source code is complete (both Core and parts with optional code) to build the software. To conduct our analyses in equal conditions for each revision, for revisions prior 41, we included the missing Java classes from v0.28.1.

### 4 RESULTS AND ANALYSIS

This section presents the results collected from the SVN repository and the analysis in order to answer the posed research questions.

#### 4.1 Making the Architecture Variable

The evolution during the re-engineering process can be mainly analysed by checking the changes in the repository. Figure 2 shows the activity in the repository from the day of the first revision until the latest. A vertical line, in October 2010 (9/10/2010) separates two periods that we manually identified analysing the revisions: the SPL extraction itself with significant activity (135 revisions) and the SPL maintenance with sporadic commits (21 revisions). Figure 3 shows the evolution of the source code while transitioning to a variability-rich system. In this case, the horizontal axis represents the different revisions where Java code changes were made to make the architecture variable; e.g., revision 12 (R12) is the first one with Java changes. Thus, Figure 3 shows time progression in terms of the relevant revisions. The vertical axis corresponds to the percentage of the total LoC of ArgoUML and this way we observe how the code base size evolves in terms of the Core feature and other optional features. A vertical line (R135) also separates the two periods and we can observe how the variable parts did not significantly change during the SPL maintenance period.

In the first revision, the code base corresponds almost completely to the core feature (non-optional part of ArgoUML). As the re-engineering process advances, new optional parts start to appear and grow. The final ArgoUML-SPL has eight optional features and 17 feature interactions, that are presented grouped in Figure 3 as “Interactions”. We can observe in Figure 3 that after the last revision, the re-engineering process had impact on 22.78% of the source code, which corresponds to the features that became optional. The core/common implementation of the ArgoUML-SPL represents 77.22% of the code. Measures on the LoC of each feature and its interactions are reported later in Table 1.

#### 4.2 Branching Strategy

Analysing the SVN, we were able to analyse whether the approach consisted on “one feature at a time” process or if a different approach was used. Figure 4 shows the revision history graph regarding the created branches. For four features (SequenceDiagram, UseCaseDiagram, CollaborationDiagram, and DeploymentDiagram), feature-specific branches were used before merging. Also, for those branches, features were extracted in parallel (SequenceDiagram in parallel with UseCaseDiagram, and CollaborationDiagram with DeploymentDiagram).

The extraction of ActivityDiagram started in R12, Logging in R17, and Cognitive and StateDiagram both in R33. According to the feedback from Marcus Couto, the decision of creating branches per feature was taken since the beginning. However, we did not find evidences in the repository about branches for the first four features. Hence, it was probably made without adding the branches in the SVN.
4.3 Organization and extraction effort

The team involved in ArgoUML-SPL extraction was small. Marcus Couto was in charge of all the re-engineering process, except the UseCaseDiagram and SequenceDiagram branches which were extracted by Camilo Ribeiro. Eduardo Figueiredo and Marco Tulio Valente were two experts supervising the extraction, acting like project managers, but not interacting directly with the repository. Finally, Christian Kästner reported variability-related bug fixes that were solved in R143, and Benjamin Klatt improved the meta-data of the Java variability-related annotations.

To analyse how time-consuming was the extraction of ArgoUML-SPL we measure time from two dimensions. First, the range of revisions in the repository since a feature started to be extracted until its last change or revision to one of its feature interactions (i.e., until the feature was completely stable). Second, the dates from this revision range are used to calculate the number of months. Both time dimensions, together, provide a more complete overview of the time involved in the extraction of each feature. Table 1 summarizes this information including an analysis of the activity on the trunk for the feature under-study (i.e., LoC changes related to this feature or one of its feature interactions) during the revision range.

We can observe interesting facts in Table 1. For instance, DeploymentDiagram was the quickest extracted (only 1.53 months, 34 revisions). All the revisions were made in a dedicated branch and, after its merge into the trunk (see Figure 4), no more changes were made to this feature nor to any of its feature interactions. Contrary to this, Logging was the feature that took more time to be globally stable. This cross-cutting feature had a sustained activity in the trunk. The features CollaborationDiagram, SequenceDiagram, and UseCaseDiagram had significant activity after their branches merge, that means that their extraction was not completed between merging the branch and the start of the SPL maintenance period.

### Table 1: Duration between the start of the extraction until the feature and their corresponding feature interactions got stable.

<table>
<thead>
<tr>
<th>Feature</th>
<th>Revisions (global)</th>
<th>Dates</th>
<th>Months (global)</th>
<th>Feature Trunk activity</th>
</tr>
</thead>
<tbody>
<tr>
<td>Activity</td>
<td>5,950 208</td>
<td>12 → 132</td>
<td>03/04/2010</td>
<td>5.9</td>
</tr>
<tr>
<td>Cognitive</td>
<td>28,380 2,069</td>
<td>33 → 132 (33 → 143)</td>
<td>03/04/2010 (07/10/2011)</td>
<td>5.9 (18.4)</td>
</tr>
<tr>
<td>Collaboration</td>
<td>2,676 199</td>
<td>95 → 132 (95 → 148) (95 → 115)</td>
<td>12/08/2010 (08/06/2014)</td>
<td>1.53 (46.53)</td>
</tr>
<tr>
<td>Deployment</td>
<td>3,243 1,708</td>
<td>98 → 132 (98 → 132)</td>
<td>12/08/2010</td>
<td>1.53</td>
</tr>
<tr>
<td>Logging</td>
<td>2,312 690</td>
<td>17 → 132 (17 → 152)</td>
<td>03/04/2010 (16/06/2014)</td>
<td>5.9 (51.16)</td>
</tr>
<tr>
<td>Sequence</td>
<td>8,437 420</td>
<td>80 → 123 (80 → 148) (80 → 88)</td>
<td>21/06/2010 (08/08/2014)</td>
<td>3.2 (48.26)</td>
</tr>
<tr>
<td>State</td>
<td>8,801 207</td>
<td>33 → 132</td>
<td>03/04/2010</td>
<td>5.9</td>
</tr>
<tr>
<td>UseCase</td>
<td>5,294 60</td>
<td>81 → 132 (81 → 156) (81 → 89)</td>
<td>21/06/2010 (28/06/2014)</td>
<td>3.26 (48.93)</td>
</tr>
<tr>
<td><strong>Average</strong></td>
<td></td>
<td></td>
<td></td>
<td>4.14</td>
</tr>
</tbody>
</table>
Regarding feature interactions, in the last revision we could observe 17 different types of interactions. Among these interactions, nine are related to the cross-cutting feature Logg ing interaction with some diagram type, three involves the cross-cutting feature Cognitive and a diagram type, and five are interactions only between diagrams. On average, each feature interaction has 2.64 revisions, commonly spread along the re-engineering process. The size of these interactions varies, ranging from interactions implemented with only one or two LoC, to one interaction with 1,653 LoC.

4.4 Error-proneness of the Process

In the context of re-engineering ArgoUML into an SPL, we could observe some problems during the conduction of the process.

Incomplete extraction. As mentioned before, around one year after finishing the ArgoUML-SPL re-engineering process, a revision was made with a message describing variability-related bugs pointed out by Christian Kästner. These bugs were found by a tool called LEADT (Location, Expansion, And Documentation Tool), proposed by Kästner et al. [20, 21]. ArgoUML-SPL was used as a subject system to evaluate this tool, finding the bugs that were reported and fixed. This is a lesson learned about how, as in other software engineering projects, unnoticed bugs might appear. As mentioned in Section 4.3, some issues have been treated as well after merging a feature branch in the trunk during the extraction period.

Lack of tool support for variability consistency checks. Feature extraction is an error-prone task. We can see how a typo SEQUENCEIAGRAM (missing D), introduced inconsistencies in the system in R88 and R89. In addition, we observe evidences of feature name refactorings, e.g., UMLSTATEIAGRAM to STATEDIAGRAM in R119, and how it affects also its feature interactions. More advanced tool support for checking the consistency of variability information and for variability-aware refactoring will be desired.

5 DISCUSSION AND THREATS TO VALIDITY

Next the RQs presented in Section 3 are answered.

RQ1: How has the ArgoUML architecture changed during the re-engineering process? Starting from a monolithic architecture, incrementally 135 revisions were needed to achieve an initial SPL architecture which was then maintained until 156 revisions. This final SPL architecture has 77.22% of core/common code, and 22.78% of code belonging to features turned into optional. The final architecture is composed of eight optional features. In addition, there are 17 feature interactions. Analysing the history of revisions, we can observe that many revisions are needed to make the SPL stable.

RQ2: How was the version control system used to conduct the re-engineering process? The developers started using feature-specific branches to perform modifications and then merging them into the trunk. By using the branching strategy, more people could work in parallel during the re-engineering process, keeping a better organization of the code base. Regarding the number of revisions per feature, all features were implemented in many revisions, but spread in different intervals of time (see RQ3). Once the branches were merged, the features continued to evolve in the trunk (except from one feature that did not need more changes), and no branches were created for bug-fixing or improvements.

RQ3: What were the organizational aspects associated to the ArgoUML re-engineering process? There is variation in the time and number of revisions to extract a feature. For example, DeploymentDiagram was extracted in 34 revisions and took only 1.53 months. On the other hand, four features took 5.9 months. As a “rule of thumb” extracted from the data in this specific case, the average is 4.14 months per feature and each variable KLoC takes around 0.7 months to be extracted. Taking into account the team, only one collaborator was in charge of the re-engineering process, with sporadic help of a second person. Two software engineering researchers have a role of project managers, supervising the process. Finally, two external people (researchers from other institutions) were responsible to bug identification and improving the quality of variability-related meta-data during the SPL maintenance period.

RQ4: What were the problems in the ArgoUML re-engineering process? Some bugs related to variability annotations were found by a tool called LEADT, which automatically verify the source code. This kind of bugs found by LEADT were the result of the manual process of re-engineering a system into an SPL. Therefore, automated support should be used. Another problem related to the extracting of features from an existing system is about the need of naming consistency in the features’ annotations. We could observe in the ArgoUML case study that a typo made by one of the developers lead the SPL behaves incorrectly. A tool to avoid these problems is fundamental to support the re-engineering process.

Threats to Validity. The need to create variants of ArgoUML was not an industrial request, but an academic Master thesis. In fact, as far as we know, the SPL was not used beyond research interests. One can argue if it is representative of a re-engineering process in industrial settings. We admit that each case is different and vary in terms of the number of features, their characteristics, the presence of different types of artefacts (not only source code), different binding times, etc. However, the size of ArgoUML is not negligible and, therefore, it cannot be considered a toy or an academic case study. In fact, ArgoUML has features with cross-cutting behavior, one of the most problematic cases usually present in industrial settings. Another threat is the information that is not explicitly available in the repository such as meetings to discuss and exchange domain knowledge. We tried to minimize this threat with feedback from everyone involved in ArgoUML-SPL.

6 CONCLUSIONS

We revisited the ArgoUML monolithic architecture transition to ArgoUML-SPL to provide insights on the process. Based on data mined from the SVN repository used during the re-engineering, we analysed details on how the process was conducted, the source code impact of the SPL extraction, the effort required, and the problems found. The results show that almost one fourth of the ArgoUML source code was changed to tune features to optional, the branching strategy to manage the feature extracting is recommended, the effort to extract an optional feature depends on their size and interactions with other features, and the use of automated tools can help during the process. One case study is not enough to obtain representative effort estimations that can be used in other cases. As further work, we aim to compare the results with other SPLs extracted from monolithic architectures with the goal of aggregating them towards more accurate effort and cost estimation means.
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